Abstract: A large numbers of metrics have been proposed for measuring properties of object-oriented software such as size, inheritance, cohesion and coupling. The coupling metrics presented in this paper exploring the difference between inheritance and interface programming. This paper presents a measurement to measure coupling between object (CBO), number of associations between classes (NASSoC), number of dependencies in metric (NDepIn) and number of dependenciesout metric (NDepOut) in object oriented programming for both static and dynamic analysis. Java programs is used for implementation. In this paper we want to show which concept is good to use and beneficial for software developer.
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1. Introduction

Object-oriented design and programming is the dominant development paradigm for software systems today. Recently so many languages are object-oriented (OO) programming languages. In object oriented programming we provide abstraction by classes and interfaces. Classes are used to hold functional logic and an interface is used to organize source code. According to object oriented programming, the class provides encapsulation and abstraction and the interface provides abstraction and cannot inherit from one class but can implement multiple interfaces. The above said differences are minor and they are very similar in structure, complexity, readability and maintainability of source code [1][2]. Here, the difference in usage of class inheritance and interface concepts are measured for class diagrams by coupling metrics proposed by Chidamber and Kemerer and Brian. Complexity of source code directly relates to cost and quality. Many coupling models are presented in the literature to measure the possible interactions between objects and to measure design complexity. High coupling between objects increases complexity and cost. Low coupling is good for designing object oriented software. Inheritance introduces more interactions among classes [3]. This will increase the complexity. This paper presents a comparison between object oriented interfaces and inheritance class diagrams.

Software engineering started with a humble beginning and it has slowly come into existence. Now, software engineering provides the best solutions for the software problems in object oriented programming. Accurate measurement is a basic necessity for all engineering disciplines and software engineering is not an exception.

To improve software products and process, measurements are essential. Software measurement plays an important role in finding the software quality, performance, maintenance and reliability of software products. The concept of measurement requires appropriate measurement tools to measure, to collect, to verify and validate relevant metric data. Nowadays, many metric tools are available for software measurement [4][5][6]. The main objective of this paper is to measure, analyse and propagate the difference between using object oriented class inheritance and interfaces in class diagrams using coupling measures by metrics. The primary aim of collecting, producing and analysing software metrics is to provide the capability to predict the future development and maintenance efforts based on past performance [4]. Software metrics are gathered, analysed, verified and validated at many levels. Metrics are of two types. Traditional metrics are used to measure non object oriented programming and object oriented metrics are used to measure object oriented programming.

2. Literature Survey

Object-oriented measurement has become an increasingly popular research area. Metrics are powerful support tools in software development and maintenance. They are used to assess software quality, to estimate complexity, cost and effort, to control and improve processes. The metrics that are important to calculate reusability are related to inheritance, cohesion and coupling.

2.1. Traditional Metrics

Traditional metrics are important to measure non-object oriented programming. Most of the tools are used to gather and analyse traditional software metrics. Some metrics are very simple and some are more complex. These metrics are also applied to object oriented programming. A large number of object oriented metrics have been developed and also large number of tools exist to collect metrics from programs [4][6][7].
2.2 Object Oriented Programming and Metrics

Object oriented programming and design are very important in today’s environment. It provides generalized solutions for many problems in addition to many beneficial like reusability, decomposition of problems into small easily understandable objects and also helps to perform modifications in future and to do functional extensions already built systems [12]. Object oriented programming is more recent and more important in quality software programming than that of the old style procedural programming. In the last two decades object oriented software engineering receives much attention because object oriented technology is wide spread [13] [14] [15]. Object oriented technology and development requires different approach to design, implementation and to measure metrics compared to standard set of metrics. A large number of metrics have been developed and proposed by researchers and numerous tools are available to help to assess the design, quality, maintenance and to collect metrics from software programs [6][7][14][16] [17]. Many object oriented metrics in literature lack in theoretical proof and some have not been validated. The metrics that evaluate object oriented programming are: classes, methods, inheritance, coupling and cohesion. A method is an operation upon an object and is defined in the class declaration. A message is a request that an object makes of another object to perform an operation. The operation executed as a result of receiving a message is called a method. Cohesion is the degree to which methods within a class are related to one another and work together to provide well bounded behaviour. Effective object oriented designs maximize cohesion because cohesion promotes encapsulation. Coupling is a measure of the strength of association established by a connection from one entity to another. Classes are coupled when a message is passed between objects; when methods declared in one class use methods or attributes of another class.

3. Class Inheritance and Interfaces

Inheritance is one of the initial features of object oriented programming, and through inheritance a derived class receives the attributes and methods of the base class. The relationship between derived and base class is referred as “is-a/is-a-kind-of”. Inheritance feature creates a class hierarchy [18][19]. Nowadays interfaces are heavily used in all disciplines especially in object oriented programming [20]. With interface construct, object oriented programming features a good concept with high potential code reusability. Interfaces are used to organize code and provide a solid boundary between the different levels of abstraction [21]. It is good to use interfaces in large type of applications because interfaces make the software/program easier to extend, modify and integrate new features. An interface is a prototype for class. With the construct of an interface java allows a concept of high potential for producing a reusable code. Interfaces in object oriented programming just contain names and signatures of methods and attributes, but no method implementations. Interfaces are implemented by classes. The inheritance hierarchy of interfaces is independent than that of class inheritance tree. Therefore object oriented languages like java gives higher potential to produce reusable code than abstract classes [22] [23]. Interfaces are prototype for a class. Interfaces can be used like classes in declarations and signatures. With interface construct, object oriented programming features a good concept with high potential code reusability. Today interfaces are heavily used in all disciplines. Interfaces are advisable to be used in large type of applications because the interfaces make the application easier to extend, modify and integrate new features. Interfaces in object oriented programming just contain names and signatures of methods and attributes, but no method implementations [22]. Interfaces are used to organize code and provide a solid boundary between the different levels of abstraction [21][24].

<table>
<thead>
<tr>
<th>S No</th>
<th>Metrics</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Source Lines of Code (SLOC)</td>
<td>The SLOC metric measures the number of physical lines of active code, that is, no blank or commented lines of code [8]. Counting the SLOCs one of the easiest approaches to measuring complexity. It is also the most criticized approach [9]. In general, the higher the SLOC in a module the less understandable and maintainable the module is.</td>
</tr>
<tr>
<td>2</td>
<td>McCabe Cyclomatic Complexity (CC)</td>
<td>Cyclomatic complexity is a measure of module control flow complexity based on graph theory [9]. Cyclomatic complexity of a module uses control structures to create a control flow matrix, which in turn is used to generate a connected graph. The graph represents the control paths through the module. The complexity of the graph is the complexity of the module [9][10].</td>
</tr>
<tr>
<td>3</td>
<td>Comment percentage (CP)</td>
<td>The CP metric is defined as the number of commented lines of code divided by the number of non-blank lines of code. Usually 20% indicates adequate commenting for C++ [11]. A high CP value facilitates in maintaining a system.</td>
</tr>
<tr>
<td>4</td>
<td>Defect</td>
<td>Number of faults in specification, Design or implementation.</td>
</tr>
<tr>
<td>5</td>
<td>Number of Procedure</td>
<td>Number of statement groups which can be compiled independently in the program</td>
</tr>
</tbody>
</table>
The Java programming language does not permit multiple inheritance but interfaces provide an alternative. In Java, a class can inherit from only one class but it can implement more than one interface. Therefore, objects can have multiple types: the type of their own class and the types of all the interfaces that they implement. This means that if a variable is declared to be the type of an interface, its value can reference any object that is instantiated from any class that implements the interface [25].

4. Coupling Metrics [25][26][27][28]

Coupling refers to the degree of independence between parts of the design. To measure coupling in class diagrams there are three types of metrics [26]. In this paper, one CK metric is added to measure coupling performance [27]. A measure of coupling is more useful to determine the complexity. The higher the inter object coupling, the more rigorous the testing needs to be. In this paper, four metrics are used to validate the proposed approach.

4.1 Coupling between Objects - CBO

According to CK [28] "CBO for a class is a count of the number of other classes to which it is coupled". A class is coupled with another if the methods of one class use the methods or attributes of the other class. An increase of CBO indicates the reusability of a class will decrease. Multiple accesses to the same class are counted as one access. Only method calls and variable references are counted. Thus, the CBO values for each class should be kept as low as possible [28].

4.2 NASSoC

The number of Association per class metric is defined as the total number of associations a class has with other classes or with itself. This metric is used to measure complexity and coupling [26]. When the number of associations are less the coupling between objects are reduced. This metric was introduced by Brian.

4.3 NDepIN

The Number of Dependencies In metric is defined as the number of classes that depend on a given class [26]. This metric is proposed to measure the class complexity due to dependency relationships. The greater the number of classes that depend on a given class, the greater the inter-class dependency and therefore the greater the design complexity of such a class. When the dependencies are reduced, the class can function more independently.

4.4 NDepOut

The Number of Dependencies Out metric is defined as the number of classes on which a given class depends. When the metric value is minimum, the class can function independently.

5. PROPOSED APPROACH

Goal: Comparing the inheritance and interface concepts in object-oriented programming through metrics in both static and dynamic analysis.

Hypothesis: Four object-oriented metrics are used for coupling measures in object-oriented inheritance class diagram and interface diagram.

1. Two object-oriented programs are used with inheritance concept in this paper.
2. These programs are introduced with maximum possible interfaces.
3. All the four metrics are applied to both inheritance and interface diagrams.
4. The results are compared between inheritance and interface coupling measures.

6. Implementation Results

To validate the above metrics, an object-oriented inheritance diagram has been taken and possible interfaces have been introduced in class inheritance diagrams. For both inheritance and interface diagrams, all four coupling measures are applied, measured, and tabulated with the values based on the above said definitions.

We have used Java object-oriented programming language for implementation. We have written two programs, one using inheritance and another using interface. The metrics discussed above are applied for both inheritance and interface programs (program1.java and program2.java). The results are shown in Table 1.

//Program1.java

//Vehicle Classification using Class Inheritance

class Vehicle {
    public String name;
    public int wheelscount;
    public void getData() {
    }
    public void displayData() {
    }
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class LightMotor : Vehicle
{
    public int speedlimit;
    public int capacity;
}

class HeavyMotor : Vehicle
{
    public int speedlimit;
    public int capacity;
    public string permit;
}

class GearMotor : LightMotor
{
    public int gearcount;
}

class NongearMotor : LightMotor
{
    
}

class Passenger : HeavyMotor
{
    public int sitting;
}

class Goods : HeavyMotor
{
}

The above said class inheritance in Program1.java is rewritten with possible number of interface in Program2.java

Program2.java
Vetercation using interfaces
interface Lightmotor
{
    public void Getspeedcap();
}
interface Vehicle
{
    public void GetData();
    public void DisplayData();
    public void Getnamewc();
}
interface Heavymotor
{
    public void Getspeeder();
}

class Gearmotor : Vehicle, Lightmotor
{
    public int gearcount;
    public void GetData();
    public void DisplayData();
    public void Getnamewc();
    public void Getspeedcap();
}

class Nongearmotor : Vehicle
{
    public void GetData();
    public void DisplayData();
    public void Getnamewc();
}

class Passenger : Vehicle, Heavymotor
{
    public void GetData();
    public void DisplayData();
    public void Getnamewc();
    public void Getspeeder();
}

class Goods : Vehicle, HeavyMotor
{
    public void GetData();
    public void DisplayData();
    public void Getnamewc();
    public void Getspeeder();
}

Class-level versus object-level coupling
Due to inheritance, the class of the object sending or receiving a message may be different from the class implementing the corresponding method. For example, let object a be an instance of class A, which is inherited from ancestor A0. Let A0 implement the method mA0. Let object b be an instance of class B, which is inherited from ancestor B0. Let B0 implement the method mB0. If object a sends the message mB0 to object b, the message may have been sent from the method source mA0 implemented in class A0 and processed by a method target mB0 implemented in class B0. Thus, in this example, message passing caused two types of coupling: 1) object-level coupling between class A and class B (i.e coupling between instances of A and B) and 2) class level coupling between class A0 and B0. The code may very well show statements where an object of type A invokes from mA0 method mB0 on an object of type B. However, to assume,
through static code analysis, that there is class-level coupling between A and B as a result, is simply inaccurate. Both types of coupling, at the class and object levels, need to be captured accurately to address certain applications and must be investigated.

Dynamic Analysis:

<table>
<thead>
<tr>
<th></th>
<th>CBO</th>
<th>NASSocC</th>
<th>DepIN</th>
<th>DepOut</th>
</tr>
</thead>
<tbody>
<tr>
<td>A'</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>B'</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>A</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>B</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>1</td>
</tr>
</tbody>
</table>

We can see that in case of static analysis two columns (CBO and NASSocC) can be merged but in case of dynamic analysis No of Associations are different from Coupling between Objects. So when we are use Static coupling only 3 metrics are required but when we are use dynamic coupling then 4 metrics are required but in case of dynamic coupling creation the flow of data easily understandable.

7. Conclusion
This paper presents an idea on how to reduce coupling in object oriented programming. Due to the reduction in coupling, developers can produce quality programs. When CBO is reduced reusability will be increased. High coupling will support low encapsulation and produce more faults. Due to the reduction in values of coupling metrics the stability of the structure will be good. When the coupling measures are reduced, the classes can function more independently. The more independent a class it is easier to be reused by another application. To improve modularity and encapsulation the inter object class coupling measures should be minimum. As the number of couples becomes larger the maintenance is more difficult. By using more interfaces compared to inheritance the coupling measures are reduced.
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